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Abstract: - Change, being a fact of life, is inevitable even in software systems. On its own part, software has 

become both omnipresent and vital in our information-based society which is highly dependent on computers 
and software. Software need to be updated regularly to ensure preservation and maintenance of their values. 

There is therefore the need for software to evolve. In this paper, the concept and importance of evolution are 

explained while emphasis is laid on Lehman’s laws and perspectives of software evolution. Also, the 

relationships and differences between software maintenance and software evolution are brought to the fore. The 

laws highlighted that a software system must be frequently modified; otherwise it gradually becomes less 

adequate in use. It is pointed out that software lifecycle undergoes a number of distinct stages. There is a review 

of various software development models. Despite the challenges facing software evolution, the emerging trends 

are open source software evolution and unanticipated software evolution. 

 

Keywords: - Lehman’s laws of evolution, open source software evolution, software evolution, software 

maintenance, unanticipated software evolution 

 
I. INTRODUCTION 

The famous Greek philosopher, Heraclitus, stated that change is central to the universe and that the 

only constant is change. [1][2] His statement implies that there is nothing permanent except change. Being a fact 

of life, change is therefore inevitable. Consequently, change is everywhere and the main challenge is learning 

how to handle it effectively. [3] 

 

1.1 Evolution versus Revolution 

There are two perspectives of change: evolutionary and revolutionary. [3] Usually evolutionary change 
occurs gradually and incrementally overtime; it takes place step by step and little by little. On the other the other 

hand, revolutionary change is fundamental, transformational; results in complete overhaul, renovation and 

reconstruction and at times irreversible. [3] As a matter of fact, in considering evolution, focus is always on 

whatever happens to a system over time. An organisation or a product can undergo an evolution.  

Organisations may undergo an evolution due to external pressures and do so for effective address of the needs of 

the stakeholders while product evolution is to keep up with emerging technologies. With respect to change, 

software is no exception since it is impossible to produce systems of any size which do not need to be changed. 

[4] The inevitability of change makes it an essential characteristic of software development as software must 

respond to all environmental pressures and other evolving requirements and so on. [5] 

 

1.2 Software Classification 
The ubiquity of computers and hence of software in virtually all aspects of human activity has resulted 

in the society becoming ever -more software dependent. Software has become vital and universal. [6][7]Usually, 

software is classified into two: system software and application software. There is still another system of 

classification.  It is known as SPE program classification scheme produced by Lehman and Belady. S represents 

specified; P stands for problem solving or practical –type and E represents evolutionary or embedded. 

 Here, S-type programs refer to those that can be specified formally in a set of specifications and whose solution 

is equally well understood. The stakeholders of these systems understand the problem and thus know what is 

needed to resolve it.  
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The P-types are those that cannot be specified and the solution is not immediately known thus employ iterative 

process in order to find working solution. Thus, the stakeholders of this type know the needed end result, but do 
not have the means of describing how to obtain it.  

The E-type programs are for systems that are actively used and embedded in a real world domain. In 

fact, E-type software is a model-like reflection of a real world where the criterion for acceptability is satisfaction 

of stakeholders needs. E-type systems have an intrinsic property which entails that they must be continually 

changed if they must remain satisfactory in a constantly changing world. [8][9][10][11][12][27] 

 

1.3 Software Evolution 

       It was in the late 60s that the phenomenon of software evolution was first identified. However, at that 

time the term evolution was not used until the 70s. [10] The process by which programs are modified and 

adapted in a changing environment is referred to as software evolution. [12] Software evolution aims at 

implementing the possible major changes in the system and ensuring its reliability and flexibility. [13] Despite 

its importance, software evolution has received little attention and the amount of information available to 
researchers is limited. Even Professor Meir Lehman of Imperial College London carried out an empirical study 

of software evolution within IBM with the idea of improving the company’s effectiveness. Surprisingly, the 

study received little attention and thus had no expected impact on the company’s development practice. [12]  

       In the course of his study, Lehman identified a number of observations of how software evolves over 

time and this led to the formulation of the laws of software evolution. Actually, these laws were originally based 

on observations concerning propriety software such as IBM’s OS/360 and OS/370 evolutions. [7] 

[8][11][12][28] 

 

1.4 Importance of Software Evolution 

      The successful evolution of software is becoming increasingly critical since the increasing dependence 

of computers and software at all levels of the society. Regular update of software along with its modernisation, 
therefore, is very important more so when several organisations invest heavily in their software systems as they 

consider them to be critical resources for their business. [7]These ensure preservation and maintenance of the 

values of these business assets. To all companies that are producing and consuming software there is a great 

need for software to evolve. [10]    The relevance of software evolution is on the increase due to the fact that this 

evolution is inevitable. [14] Furthermore, in understanding and practice of software development, studies in 

software evolution plays a central role. 

  

1.5 Software Evolution versus software maintenance 

       Software maintenance and software evolution are related and are at times used interchangeably. 

However, they are not the same. While software maintenance focuses on fixing of viruses and making minor 

improvements, software evolution lays emphasis on modification and resettlement. In software evolution 

process, programs transform their shapes and adjust to the situations in the market. Whereas maintenance is 
concerned with preservation and fixing of problems, evolution centres on what happens to a system over time 

and new designs evolving from the old ones. [5][7] Maintenance can be described in terms of constituent 

activities such as perfective, adaptive, corrective and preventive. [15] 

     Software evolution is seen as one of the difficult and challenging areas in the field of software 

engineering having about 60-80% of the cost of the life cycle dedicated to it. It plays an important role in system 

management. [7] This type of evolution is now widely recognised as a topic that deserves serious study. 

Software engineering education should include software evolution. Software evolution phenomenon is a topic 

that is necessary to investigate. [6] Since research in software evolution is very young, it entails continuous 

change in its focus and basic concepts. 

The objectives of this study are to stress the inevitability of software evolution, to differentiate it from 

software maintenance, to note its centrality in software engineering and to encourage more research in this 
important field. 

This paper is divided into five chapters. As usual, chapter one is the introduction. There is a review of 

software development, maintenance and evolution in chapter two. Chapter three deals extensively on the theory, 

processes and perspectives of software evolution. The emerging trends and challenges are handled in chapter 

four, while chapter five is   the conclusion. 

 

II. REVIEW OF SOFTWARE DEVELOPMENT, MAINTENANCE AND EVOLUTION 
 Usually, during the lifecycle of the software, it passes through a number of distinctive stages: initial 

development, evolution, servicing, phase out and close down. It is during the initial development that the system 
develops its first functioning version whereas the evolution stage offers the engineers opportunity to extend the 

system’s capabilities and functionalities. As the software enters the servicing stage, it is subjected to minor 
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defect repairs. However, at the phase out stage there is no more servicing; while at close down, the software is 

withdrawn from the market. [15] 
    

2.1 Software Development 

        Simply put, software development is the planned process of the development of a software product 

which involves the conception of the desired software through to the final release of the software. Of the several 

purposes for developing software, the three most common are: meeting specific needs of a specific 

client/business, meeting perceived need of potential users or for personal use. Also, in developing software one 

can adopt the engineering-based approach or the incremental approach. No matter the approach, the stages in 

software development are virtually the same though the order in which they are carried out may vary. [16].  

 

2.1.1 Software Development Process 

         Also called software development life-cycle and software process, it is simply a structure imposed on 

the development of a software product. In this process, information systems, models and methodologies that are 
used to develop these systems are created or altered. [16][17] While developing the software, it will go through 

such activities as planning, implementation, testing, documentation, deployment and maintenance. Several 

models are employed in the course of software development and they are meant to streamline the development 

process.  

 

2.2 Software Development Models 

        During the development process of software, several development approaches are defined and 

designed. [19] Actually, a software development model refers to a strategy organised for executing the various 

steps in the life cycle of a system and is designed to take place in an efficient, repeatable and predictable 

manner. [18] Some of the common models include: build and fix, water fall, spiral, rapid prototyping, 

incremental, and iterative development. 
 

2.2.1 Build and Fix Model 

      This model which works best in a monopolistic or semi-monopolistic environment took its bearing 

from an earlier and simpler age of hardware product development. [18] In this type, new models are brought out 

and old models updated and sold without testing. Here, testing is left to the customer to carry out. Of course this 

approach does not address the product’s overall quality and provides no feedback mechanism. 

 

2.2.2 Waterfall Model 

 Here is a sequence of stages in which the output of each stage becomes the input for the next stage. It 

was introduced by Win Royce in 1970s and derives its name from the fact that it can be represented in a cascade 

from defining requirements, to design creation, to program implementation, to system test and to release to 

customers. [18] The original waterfall model had no feedback paths; feedback was introduced in later versions. 
Due to complexity issues, this model has been unsatisfactory for software products since it is practically 

impossible to perfectly address every stage before proceeding to the next. 

 

2.2.3 Spiral Model 

This model can be drawn in a spiral form and is visualised as a process passing through four phases in 

iterations. The phases are: planning, risk analysis, engineering and evaluation and this model is viewed as an 

enhancement of the waterfall model.  It does not depend on ability to assess risks during development 

accurately. [18] Here, feedback is added to earlier stages just like other improvements of waterfall model. It is 

good for large and mission-critical projects and can be a costly model and therefore unsuitable for smaller 

projects. 

 

2.2.4   Rapid Prototyping Model 

The activity of producing prototypes of software applications is known as software prototyping. [20] 

There are two major types of prototyping: throwaway prototyping and evolutionary prototyping.  Throwaway 

prototyping also known as rapid prototyping is the creation of a model that will be eventually discarded rather 

than becoming part of the final delivered software. In rapid prototyping, a working model of the various parts of 

the system is created at the early stage after a relatively short investigation.  

Among the benefits of rapid prototyping is that the designer and the implementer can get valuable 

feedback from the users early in the project. Therefore, a very important factor is the speed with which the 

model is provided.  Simply put, the main reason for using Rapid prototyping is that it can be done quickly. The 

rapidity and iteration involved in the process generates feedback very early and leads to improvement in the 

final design. [21]  
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2.2.5 Incremental Model 

This model recognises that the whole requirement in the software development steps are not discrete 
but are instead divided into a number of builds. Here, there are several development cycles with each cycle 

divided into smaller easily managed modules. Each build goes through the phases of requirements, 

design, implementation and testing. Usually the first build or the working version is improved upon and 

functionality is added until it becomes second build; the third build is generated from the second build, and so 

on. Thus, each subsequent release of the module adds a function to the previous release and the process 

continues till the complete system is achieved. The advantage of this model is that is that it is flexible enough to 

respond to critical specific changes as the development progresses. [18][22] 

 

2.2.6 Iterative Development Model 

This is also called evolutionary model and maintains a continuous feedback between each stage and the 

previous one and at times there is a feedback across several stages. It is different from build-and-fix and the 

original waterfall that operate on open loop.  

 

2.3 Software Maintenance 

Simply put, maintenance work refers to any work done to change the software after it is in operation. It 

is a broad activity which includes the following; error corrections, enhancements of capabilities, deletion of 

obsolete capabilities and optimisation. The essence of software product modification after delivery is to correct 

faults and to improve performance or other attributes.  Usually, it consumes a large part of the overall lifecycle 

costs. [23] There are three types of software maintenance: maintenance to repair software faults, maintenance to 

repair software to a different operating environment and maintenance to add to or modify the system’s function. 

[4] 

        The impetus for software change comes from dissatisfaction with a current system and the driver of the 

change is innovation and not preservation. The idea is that there should be a new system that is better adapted to 
its environment.  For instance, there was a rapid growth of software maintenance at the end of the twentieth 

century as a result of two massive software updates:  

 Set of changes that were needed to support the new unified European currency; that is the Euro. Close 

to 10% of the total volume of the world software needed to be updated in support of the Euro.[25] 

 The Y2K or year 2000 problem was caused by the use of only two digits for storing calendar dates. For 

instance, the year 1997was stored as 97. The use 00 for the year 2000 would violate normal sorting rules. The 

effect was the failure of many software applications and in   some cases production of incorrect results. 

Globally, 75% of the installed software applications were adversely affected by Y2K problem. 

The double impact of the Euro conversion work and the Y2K repair work resulted in the engagement of more 

than 65% of professional software engineering population in various maintenance activities during the period 

1999 and 2000. [25] 

  

2.4 Laws of software evolution 

These refer to a number of observations of how software evolves over time which Meir Lehman 

identified in the course of his study of the evolution of software systems. Really, the laws were not presented as 

laws of nature; instead they are general observations that are expected to hold for all E-type systems irrespective 

of specific programming or management practices. The eight laws and their years of formulation are 

summarised in Table1. [7] [8] [13][24][26][27] 

 

Table 1 

S/N Name of Law Statement/Description Year 

1 Continuity 

Change 

An E-type system must be continuously adapted else it becomes 

progressively less satisfactory. 

1974 

2 Increasing  

Complexity 

As software develops, its complexity also increases with it, except 

when efforts are made to maintain or reduce it.  

1974 

3 Self-regulation E-type system evolution process is self regulating with measures 

of product and process attributes close to normal distribution.  

1974 

4 Conservation of 
organisational 

stability (Invariant 

work rate) 

The normal efficient global activity rate on a developing as well as 
growing system over the product life time is invariant. 

1978 

5 Conservation of 

Familiarity 

The average effective global activity rate of an evolving system is 

invariant over the product life time. 

1978 

6 Continuing  The functional content of a program must be continually increased 1991 
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Growth to maintain user satisfaction over their lifetime. 

7 Declining Quality The quality of the software will decline unless steps are taken to 

keep it in accord with operational changes. 

1996 

8 Feedback System E-type evolution processes constitute multi-level, multi-loop. 

Multi-agent feedback systems and must be treated as such to 
achieve significant improvement over any reasonable base. 

1996 

   

The above laws apply mainly to monolithic, proprietary software.  Also, the laws are applicable in large and 

tailored systems developed by large organisations. Actually, the laws represent an emerging theory of software 

process and software evolution based on many inputs which include software development.  [25] 

 

2.5 Applications of software evolution 

      According to the Third International, ERCIM (European Research Consortium for Informatics and 

Mathematics) Symposium on Software Evolution held on 5th October, 2007 in Paris, software evolution is 

applied in the following areas: software architectures, real-time systems, entrenched systems, web servers and 

mobile and ambient computing. [7]  

 

III. THEORY, PROCESSES AND PERSPECTIVES  OF SOFTWARE EVOLUTION 
       Now that the society has become ever dependent on computers and consequently on software, it is 

imperative that real world software be changed and adapted in response to computer usage and changes in the 

application. Also, the functionalities and behaviours of systems are expected to keep pace with all changes. [10]  

 

3.1 Theory of Software evolution 

          For the purpose of ensuring reliable planning and management of software evolution, it is essential that 

a theory of software evolution be established so as to facilitate understanding, refinement and extension. [6] 

There have been several ways of achieving an empirically grounded theory in science and they are applicable to 

natural, artificial and hybrid phenomena.  The relevant approach to the formulation of software evolution is 
based on observation, hypothesis and assumptions. [10] The next is to look for patterns, regularities and trends 

which will provide inputs for the development of hypotheses. As the confidence in hypothesis builds up, 

relationships are looked for and this will help in developing the seeds of a theory from a collection of 

observations and inferences. [10]The development of theory follows from here.   

             In systematic study of software evolution, two aspects are brought to the fore: nounal view and the 

verbal view. The nounal view of evolution also called evolution as a noun focuses on the nature of evolution, its 

causes, properties, characteristics, consequences, impact, management, control and exploitation.  Thus, it studies 

the nature of evolution, its process and products. Equally it is called the why and what of software evolution. 

For instance, it asks such questions as: what evolves? Why does it evolve? What drives, controls, constrains 

evolution process? [9] 

            On the other hand, there is the verbal view which is also called evolution as a verb. Any person who 
adopts this view concerns himself with providing and improving means, processes activities, languages and 

tools. Also called the how view, it considers implementation of evolution process. It asks the questions what is 

the goal of evolution activity? Where or which part must be evolved to attain goal. [9][10]  

 

3.2 Software Evolution Process 

             Recently, software evolution has become a subject of serious academic study due to the increasing 

strategic value of software. [28] According to Lehman and Ramil, software evolution involves all activities that 

change a software system. In fact, the activities of evolution of software go on with the preliminary development 

and also continue after the delivery of the initial version of the system. On the other hand software evolution 

process refers to all programming activities that are proposed to produce new software version from an earlier 

operational version. It is the process by which programs transform the shape, adjust the market situations and 
take over some characteristics fro some pre-existing programs. .[7] 

Therefore, in discussing evolution process, the following objectives are borne in mind:  

 Explanation of the reason for change being predictable if software structures are useful 

 Discussion on maintenance of software, preservation of cost factors and approaches that are used to access 

revolution strategies for altering software system. [7] 

 

3.3 Perspectives of software evolution  

            There are different types of software systems and each serves different purposes. In the same vein, the 

rate and scope of evolution varies depending on the nature of the system. For instance, business systems are 
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embedded within an organisation. On its own part, evolution can vary both in scope and in frequency depending 

on the system type. The concept of software evolution is now viewed from several perspectives. 
 

3.3.1 Evolution as a perspective on change 
          Software maintenance and evolution offer different perspectives on the nature of change. Whereas 

research on software maintenance addresses practical engineering goals, research on software evolution asks 

questions of a broader and more scientific nature. For instance, in maintenance, the questions that one may be 

concerned with are those have to do with next thing to-do, the risk involved and work validation. On the other 

hand, the researcher on software evolution handles questions on system growth speed, emergence of internal 

module boundaries and the difference between open source development and industrial source development. [5] 

 

3.3.2 The staged model of the software lifecycle: a new perspective on software evolution 

Software evolution is now viewed from the perspective that it is totally different from servicing, phase 

out and close- down. This perspective is useful in planning and helps to stimulate a set of research issues. 
Furthermore, there has been an assumption that maintenance phase is uniform over time in terms of activities 

undertaken, the process and tools used.  The new perspective is that maintenance is not single uniform phase; 

instead, it consists of several distinct stages, with each phase having different technical and business 

perspective. This perspective is known as staged model. [15] 

 

IV. TRENDS AND CHALLENGES 

           Nowadays, there is a steady increase of reliance of ICT on software and consequently, virtually all 

sectors of both our private and public lives are dependent on software. It is therefore expedient that software 

evolves in order to be able to adapt to the real –world environment and the speed of evolution is a function of 
the feedback loop structure and other characteristics of the global system. [13]  

 

4.1 Trends 

           When Lehman made his observations on software evolution, he was not given attention initially. But 

now, software evolution is gradually gaining attention in the area of research, open software and unanticipated 

software evolution. 

   

4.1.1Research 

       Generally, research in software evolution is in infancy stage and thus it is an area for exploration. [30] 

The whole idea of software evolution research, of course, is to use history of software system to analyse its 

present state and to predict its future development. For evolution research to be meaningful, it is required that 
there be accurate data concerning the system being studied. At present, the research is limited by the amount of 

information available to researchers. [33] 

 

4.1.2 Open source software evolution 
           Software evolution has led to open source software evolution resulting in the discovery of new ideas 

that will lead to system improvement. [13] Open source software is the type of software in which users are given 

licences that allow them to use, modify and redistribute the original source code. With the licence, the user may 

decide to review the software, add features to it or fix bug or even bring out a new version. Examples of open 

source software are Linux which is a UNIX-like operating system and Apache open source program which is 

designed for Web servers. [29]  

          Recently, the empirical study of open source software evolution has not only become a topic of interest 

but its development has virtually disseminated throughout the software world.  The evolution of open source 
software is different from that of proprietary or closed source software. [30][31]   

 

4.1.3 Unanticipated software evolution 

           In evolving software, in spite of the fact that unexpected requirement changes account for most of the 

technical problems, they are not well supported. [7] As a matter of fact, most of the technical complications and 

expenses suffered by software evolution result from changes that were not anticipated in the original design. 

[35] Of course predicting the future is usually difficult and the techniques and technologies that support 

software evolution are never ideal.  

           There is now an emerging technology known as Unanticipated Software Evolution (USE). USE 

technology recognises the fact that unanticipated changes in software systems are inevitable. Therefore, it 

explores mechanisms in such a way as to accommodate the unanticipated needs in the software systems.  This 
technology is a big asset to software engineers because it works more automatically, dynamically and has a 

greater assurance of success. [7][35] 
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To explore the USE technology, the First Workshop on Unanticipated Software Evolution was held on 10-14 

June 2002 at Malaga, Spain and was dedicated to   towards better support for unanticipated software related 
runtime infrastructures.[36] 

 

4.2 Challenges 

There are several challenges that are associated with software evolution; some are discussed in this paper. 

 

4.2.1 Software quality improvement and preservation 

         As the software system changes, its quality slowly and steadily degrades as a result of a slow decline in 

quality. The negative social and economic effects of aging can be overcome by the provision of more tools and 

techniques which will eventually ensure development of the quality characteristics of a system irrespective of its 

complexity and size. [7] 

 

4.2.2 Multi- language support 
        There is an increase in the number of languages that are used in the software systems. In order to tackle 

this crucial challenge of multi-programming languages, software evolution techniques that support multi-

language are provided.[7] 

 

4.3.3 Huge amounts of data analysis 

        The study of software evolution is challenging due to difficulties in collecting empirical data. Here, for 

proper manipulation of large quantities of data, new techniques and tools such as data mining techniques used 

by the database community are considered. [7][34]   

 

V. CONCLUSION 
. The characteristic of a software system to easily accommodate changes over time is referred to as software 

evolution. This feature enables software systems to incorporate new requirements in order to meet business 

objectives of the stakeholders. [32] In software evolution, emphasis is on preserving and improving software 

quality and minimizing complexities. The laws of software evolution as proposed by Lehman and his colleagues 

are now major players in the field of software engineering and computer science. There is the need to increase 

the awareness of the importance of software evolution since evolution research is still a young field. Greater 

attention should be given to such areas as open source software evolution and unanticipated software evolution. 
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